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Abstract

It is difficult to understand, let alone improve, the quality of software without the knowledge of its software development process and software products. There must be some measurement process to predict the software development, and to evaluate the software products. This thesis provides a brief view on Software Quality, Software Metrics, and Software Metrics methods that will predict and measure the specified quality factors of software. It further discusses about the Quality as given by the standards such as ISO, principal elements required for the Software Quality and Software Metrics as the measurement technique to predict the Software Quality. This thesis was performed by evaluating a source code developed in Java, using Software Metrics, such as Size Metrics, Complexity Metrics, and Defect Metrics. Results show that, the quality of software can be analyzed, studied and improved by the usage of software metrics.
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1. Introduction

Quality is always an issue on which most of the researchers are working on, while developing the software. With the increase in the software market, customers are expecting software’s of higher quality and they are even willing to pay higher prices for the software. With this increase in expectations and hike in the software market, companies and countries are continuing to invest great deal of money, time, and effort in improving the software quality [1].

Software quality cannot be improved without knowledge of development process. The number of bugs and the errors occurred during the software development process have to be found in the early stages of development for better quality. If the errors are found late, then the corrective action will be very expensive [2] [3]. Software organisations will be greatly benefited if there is process to plan and predict the software development. The process of measuring the software is known as software metrics.

Software metrics is defined as, “an objective, mathematical measure of software that is sensitive to differences in software characteristics. It provides a quantitative measure of an attribute which the body of software exhibits [4]. Its aim is to know the development process of software by controlling the different aspects. So, it can be said that metrics are used to improve the ability to identify, control and measure the essential parameters of software during its development or it can also be said as measurement of software product and the process by which it is being developed.

The information gained from software metric can be used to manage and control the development process, which will lead to improvement in the results of the software product. Good software metrics must have the ability to predict the software development process. So some of the ideal properties of a software metrics are

- It must be simple, that is easily definable and clear.
- It must have an objective.
- It must be valid.
- It must be reasonable.
- It must be robust in nature.

If the usage of software metrics is proper, then it can even capture the complexity embedded in the program structure [5]. Depending upon the working software metrics are classified in two types. They are,

1. Product type metrics
   It measures the products of software. Ex: Source code and design documents.

2. Process type metrics.
   It measures the development of software process. Ex: Type of Methodology, overall development time, number of changes made to documents and number of bugs recovered during testing.
The results obtained from the software metrics can be used to indicate, which parts of software have to changed or modified. Software metrics have proved to reflect the software quality, and thus they have been widely used in software quality evaluation techniques [6] [7]. Software metrics are studied as a way to access the quality of large system [8] [9] and have been applied to object oriented systems as well [8] [10] [11].

This thesis discusses the quality as given by the standards such as ISO, importance of quality during the development of software, and lastly by choosing the Software Metrics, such as Size Metrics, Complexity Metrics and Defect Metrics to evaluate the Java code.

Roadmap

This thesis begins with the introduction explaining the need for the improvement in the software quality and software metrics as a process of measurement for software quality. Different types of metrics and their importance are further explained.

Section 2 presents the background, which is required to understand this thesis. The different views on quality, purpose of the software metrics, some examples of software metrics, and methodology for software metrics (as given by the IEEE) are explained in this section.

Section 3 describes the meaning of quality for different people, effects on quality with the increase in the complexity, and implementation techniques for software quality. The subsection in it explains the framework for software quality as provided by ISO. Then, definition of metrics and its implementation is explained in section 4. Software product metrics and some examples of product metrics, which are used to for the calculation of results is given in section 5.

Section 6 describes the method used in this thesis for its implementation and Section 7 presents the results of this thesis work that is calculated using the different types of metrics. The results are explained in discussion section, and conclusion derived from the results and its explanation is given in the conclusion.

Goals

The main goal of this thesis was to study, analyse and evaluate software metrics and their usage in improving the quality of the software. This was performed by evaluating a source code in Java using the various software metrics which are predefined. Apart from this, the thesis also includes,

- To study and discuss the various standards of quality such as ISO.
- To study and discuss the various software metrics using standards such as IEEE.
2. Background

Stakeholders in software success are those who will suffer the greatest losses from the software failure [12]. During its life cycle of software, different stakeholders view the quality of software in a different manner [13]. The developing team focuses on developing the software code, testing team focuses on the reducing the number of defects and customer care team focuses on the complete user experience and it views the quality as defect free operation which is easy to use, easy to install and user friendly. So, depending upon the person and his profession the definition of quality differs. Though there has been research going on for decades, researchers are still not clear with the measure of software quality, meaning of terms to describe the aspects of software quality and the degree to which the definition of software has to be included [13].

In an article titled ‘The Failure of Quality by Kitchenham, she challenged the software industry in their approach for quality. She stated in her article, that quality systems and procedures have become a means to avoid blame rather that providing excellent product quality service and she concluded that “we need procedures that support efforts for producing quality software products rather than mindless bureaucracy that influences trust and goodwill between stakeholders”[14].

There have been attempts to develop the model for the measurement of software. Software metrics is an attempt to quantify some of the aspects of products generated during the development of software [15]. Its purpose is to make assessments of software life cycle, so as to confirm whether the software quality requirements are being met during the development. Software metrics have been proved to reflect software quality, and thus metrics have been widely used in software quality evaluation methods [16]. It has been believed that metrics should be included during the development of software.

There has been many software metrics which measure the design structure and complexity of the software system. The examples of the metrics which are primarily proposed to measure the source code are

- Halstead’s software metrics
- McCabe’s cyclomatic complexity metrics
- Kafura’s information flow metrics
- Robillard’s statement interconnection metrics
- Bail’s HAC complexity and
- Adamov’s hybrid metrics

IEEE has published a standard for the software quality metrics methodology [17], which led to the development in this field. Its aim was to provide a systematic approach for the establishment of software quality metrics by identifying, implementing, analyzing and validating the software quality metrics of a system. The development of metrics as given by IEEE is given in Table 1.
### Table 1: IEEE Software Metrics Methodology [17]

<table>
<thead>
<tr>
<th>Software Quality Activity</th>
<th>Development Phasing</th>
</tr>
</thead>
<tbody>
<tr>
<td>Establishment of software quality requirements</td>
<td>-----</td>
</tr>
<tr>
<td>Identifying the software quality metrics</td>
<td>--------</td>
</tr>
<tr>
<td>Implementation of software quality metrics</td>
<td>-------------------</td>
</tr>
<tr>
<td>Analyzing the results of metrics</td>
<td>--------</td>
</tr>
<tr>
<td>Validating the metrics</td>
<td>-------</td>
</tr>
</tbody>
</table>

### 3. Software Quality

Quality, it is difficult to define – not because of the difficulty to achieve, but because of the difficulty to describe the term. Quality has different meanings for different people, for example: if we ask some persons owning a car, then will define the quality as ruggedness of the car, or the fastness of the car, or the looks of the car. So, from this it can be said as the definition of the quality varies with the views of the person using or it can also be said as the view of the beholder.

When it comes to software, the beholder is, the person using the software, or the person interacting with the software, whenever it is executed. That is, the person will be satisfied when the software does what he or she wants it to do, when it is purchased. The software purchased includes the code, but the users will be only interested in the working and the services offered such as the user manual, help and support. In case of software developed for the internal use in a company or in an organization, the quality is about performance of the software whenever the user asks the development organization to produce it.

Quality cannot be defined by the technical excellence alone [18]. Quality of software gets affected by many human factors such as communication and motivation between the developers and testers, and the value of money for the development process. The developed software products and services must be affordable and the customer must be able to enjoy the usage of software.

Different people have different views on delivering software products with quality. Even though the developers produce software products with new features, but with flaws and with higher price, then it will be of no use. Quality of the software products must be defined according to the user’s view, i.e., does the software perform as I wanted? If not, then the user concludes that the software is not of good quality. It is the concept that defines the quality of software – the degree to which the software product will fulfill the requirements specified. The requirements can be functional, non-functional, and it can also be requirements for maintenance, portability and so on. The importance of this concept is that the requirements of the product are the requirements for the quality [19]. And these requirements must be in such a way that the user wants it to be.
The ability to know what the user wants or expects from the software is the problem that affects the quality of software. Various studies show that 25% to 40% of defects in the software are caused due to the errors related to the requirements [18] [20]. According to the Capers, the requirement errors account for 30% defects in MIS applications, 15% in software in the system, 25% in software’s of military systems and overall 25% [18][21]. A study done by Ray Rubey shows that, incomplete specification of requirements account for 28% of the defects and intentional deviation from the specified specifications caused 12% of defects [18] [22]. The above data indicates that by clearly specifying the requirements, quality of the software can be improved.

Improvement in the quality also requires the practical implementation of requirements specified. The implementation process involves project planning, project budget (cost and time), and software lifecycle, designing, coding, and testing. Technical documentation and user manual for help are also required. Challenges are faced during the communication between different teams, during interfacing, ensuring cost and time lines, keeping the software bug free, verifying that the software is meeting the requirements, if not, then taking appropriate actions to make the changes.

With the increase in the factors like, frequent change in requirements, shortage of cost and time lines, lack of co-ordination or communication between developers or testers, there will be a chance of building accidental complexity (bugs or errors or unwanted behaviour of the software). The increase in this complexity will result in the decrement of software quality. The Figure 1 gives the relation between the quality and complexity of software. From Figure 1, it can be said that, with the increase in the complexity the quality will decrease and after some point the software will be of no use, as the complexity takes over the quality of software.

![Quality Vs Complexity](image)

**Figure 1: Quality Vs Complexity**

The software’s developed will always have some complexity in it, but it will be in minimum. Care should be taken such that it continues to remain in the same minimum
level. Organizations developing software must have some methods to know the development process and to keep a track of the software development. Software metrics is one such mechanism which is used to determine the quality of software and keeps track of ongoing project process, software products, and software development process.

There has been a model called “V-Model for Quality”- which gives the principal elements required for the software quality [23]. Its aim is to simplify the complexity involved during the software development. This model contains features that will help the developers to develop software with high quality in an effective manner. First and the most effective use of this model is that, one can easily find the problem without proceeding to implementation and testing. The V-Model for Quality is as shown in figure 2. In this model the quality of each and every phase has to be reviewed before going to the next phase of development.

![Figure 2: Quality V-Model [23]](image)

In Figure 2, the “quality review” inside the oval indicate the deliverables produced in each and every phase of development i.e., software requirements specification, software design, coding, system testing, integration testing and unit testing. The rectangles on the left side of the diagram signifies the different development phases involved and the rectangles on the right side are the different types of testing for the software. The double headed arrows in the middle connect the different development phases on left and right. The arrow pointing towards the left indicates the dynamic testing of the against the software artifact and the arrows pointing towards right gives the test plans that should be taken place in parallel with the development phase. Although the V-Model for quality provides an outline of what software quality process should contain, it does not provide the details and support needed to implement such a model [23].
3.1 Standards for Software Quality

There are some set of quality standards applicable for the organizations involved in software development. The defined standards must be met by the organization involved in software development [24]. Some standard organizations responsible for giving the standards are [25]:

1. IEEE: Institute of Electrical and Electronics Engineers
2. ISO: International Organization for Standardization
5. EIA: Electronic Industries Association.
6. IEC: International Electro technical Commission

Different standard organizations have different definition for their quality standards. ANSI is the only organization that does not make standards but it approves the standards provided [25]. IEEE and ISO are the most widely used standards for computer science. The IEEE has provided the standards of computer software for software quality metrics.

The ISO has provided the standard and framework for information technology, for the evaluation of software quality [ISO: 91]. ISO 9126 defines six product quality characteristics, which has to be met by the software products and the quality of the software’s is judged by those characteristics. Those quality characteristics are:

1. Functionality: It indicates the extent to which the functions specified are made available in the software.
2. Reliability: It indicates the reliability of the software.
3. Usability: It indicates the usability i.e., the extent to which the user’s feel the software as easy to use.
4. Efficiency: It indicates the efficiency of the software.
5. Maintainability: It indicates the extent to which the software can be easily modified and maintained.
6. Portability: It indicates the ease of changing the software from one environment to another.

The extent of software products exhibiting the above quality characteristics will be the extent of software product quality rating by customers [26]. The organizations developing software products will need some measurement techniques to check the extent to which the product satisfies the above specified characteristic, or the characteristics specified by some other standard. This is when the metrics comes in to existence. Its purpose is to make assessments during and after the software development, so as to know whether the software quality requirements are being met or not.
4. Software Metrics

Software metrics provide measurement for certain aspects of software. The usage of metrics will reduce the subjectivity during the assessment of software quality and it provides quantitative basis for making decisions about the software quality [17] [26]. Metrics can also be used to recognize the duplicated code which can later be removed by applying appropriate refactoring [8] [27] [28]. As we have discussed earlier, software metrics is divided into two types: software product metrics and software process metrics. Software product metrics is used to measure the final products of the software, for example: software code or design documentation. Software process metrics is used to measure the software development process, for example: Type of methodology and overall development time.

The first level of software metrics begins with the establishment of software quality requirements. All the attributes that define the software quality requirements must be agreed by the management and user-oriented views are then assigned to the attributes [17]. Software metrics measuring software products is different for different paradigms. In procedural paradigm, it measures the functions and interaction of functions [30] and in object oriented paradigm, it measures the classes and interaction of classes [29] [30]. In case of procedural paradigm, the function name, type of function, parameters in the function and the interaction between the functions through function calls will make the
structure of the software. Whereas, in object oriented paradigm, class data, operational attributes and the coupling of classes with one another will make the structure of the software.

Figure 3 describes metrics model for selection of metrics and evaluation of metric results. Selection of metrics depends on the development phase of software product. If it is in the starting of development then, process metrics will be used and if the development is in the final phase (i.e., before the customer approval) then, product metrics will be used. The results obtained from the metrics are then compared with the standard or the sections of the software product. The evaluation will be human.

5. Product Metrics

Product metrics are usually derived from the system itself [31]. The metrics data of this type can be collected after specific time intervals. The initial work in product metrics deals with the characteristics of the source code. It is always better to have metric information in the early stages of development because; it will increase the chances of controlling the development process and the results. The following are some examples of metrics which are discussed below:

5.1 Size Metrics

The size of function is regarded as; one of the controversial but still it is the one of the most widely used metrics [29] [30]. It becomes controversial because there is no perfect measure for size, which everyone agrees on. The size metrics is an attempt to quantify the ‘size’ of software, and the widely used size metrics is Lines of Code (LOC). The size metrics has some deficiencies because it cannot be measured until the process of development is completed. Some Halstead’s metrics are also used to measure the size metrics, but they are not discussed in this thesis work.

5.1.1 Lines of Code (LOC)

Lines of Code (LOC) is one of the most widely used metrics for the program size [32]. LOC is calculated by the total number of lines of code in a function. The total number lines can be with or without the blank and comment lines [30]. The decision to include the blank and comment lines will be of the developers. The size metrics can be extended to measure the size of a system by summing all the LOC metric values of all the functions in the system. The calculated values of lines of code metrics is shown in results section (Table 2 to Table 6).

5.2 Complexity Metrics

Complexity metrics is considered as the measure of control flow in a function. The complexity metrics is used to quantify the relation between the complex codes and its failures. The example of Complexity Metrics is Cyclomatic Complexity Metrics.

5.2.1 Cyclomatic Complexity Metrics

Cyclomatic Complexity metrics was proposed by McCabe in the year 1976. It is a measure derived from the product itself [2] [33]. It is used to measure the control flow complexity in a function. It is also considered as one of the internal metrics, as it built
early warning from the collection of the collection of internal metrics [34]. The measured values of cyclomatic complexity metrics can be calculated numerically or can be represented in figures. There are tools for representing the cyclomatic complexity in figures. The calculated cyclomatic complexity is shown in results section (Figure 4, Figure 6 to Figure 9).

5.3 Defect Metrics
It is an external measure of the system derived from the external assessment of the behaviour of the system [33]. It is used to measure the number of defects in a software product and the data required for the metrics is collected from the product itself. So, it can be said that it quantifies the product metrics. There has been no particular procedure for the measurement of number of defects. One of the alternative methods for the measurement of defect metrics is:

- To find the number of errors detected during code inspection.

6. Method
The Method used in this thesis consists of both investigation and practical approach. The investigation is on:

- Software Quality through case study of different journals, text books, research papers, online material and by the usage of standards such as ISO.
- Some of the Software Quality Metrics, such as Product metrics through journals, text books, research papers, online material and by the usage of standards such as IEEE.

The practical approach is on Software Product Metrics, such as:

- Lines of Code: The Lines of Code metrics can be found by using the integrated development environment (for example: eclipse) or by running code in compiler, which gives the total number of lines and in case of any error in the code, it also gives the line of error.
- Cyclomatic Complexity Metrics: It can be found by the using the software Cyvis [37], in which the metrics to find the complexity, total number of methods and the number of lines in each method is predefined.
- Defect Metrics: It is the total number of errors found during the execution of program.
7. Results

Lines of Code:
The lines of code calculated are the total number of executable lines, i.e., excluding the comment lines. The summary of java source code and the summary of each of its classes are given in the tabular columns from Table 2 to Table 6. The results are further discussed in discussions section.

Table 2: Summary of Lines of Code Metrics

<table>
<thead>
<tr>
<th>Number of Classes</th>
<th>Class Name</th>
<th>Lines of Code</th>
<th>Number of Methods</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Class 1</td>
<td>329</td>
<td>12</td>
</tr>
<tr>
<td>2</td>
<td>Class 2</td>
<td>302</td>
<td>12</td>
</tr>
<tr>
<td>3</td>
<td>Class 3</td>
<td>32</td>
<td>2</td>
</tr>
<tr>
<td>4</td>
<td>Class 4</td>
<td>18</td>
<td>2</td>
</tr>
</tbody>
</table>

Table 3: Summary of Lines of Code Metrics for Class 1

<table>
<thead>
<tr>
<th>Number of Methods</th>
<th>Method</th>
<th>Lines of Code</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Run server</td>
<td>70</td>
</tr>
<tr>
<td>2</td>
<td>Process connection</td>
<td>43</td>
</tr>
<tr>
<td>3</td>
<td>Send data</td>
<td>38</td>
</tr>
<tr>
<td>4</td>
<td>Wait for connection</td>
<td>31</td>
</tr>
<tr>
<td>5</td>
<td>Close connection</td>
<td>29</td>
</tr>
<tr>
<td>6</td>
<td>Get stream</td>
<td>28</td>
</tr>
<tr>
<td>7</td>
<td>&lt;init&gt;</td>
<td>59</td>
</tr>
<tr>
<td>8</td>
<td>Display image</td>
<td>9</td>
</tr>
<tr>
<td>9</td>
<td>Set text field editable</td>
<td>9</td>
</tr>
<tr>
<td>10</td>
<td>Access $000</td>
<td>5</td>
</tr>
<tr>
<td>11</td>
<td>Access $100</td>
<td>4</td>
</tr>
<tr>
<td>12</td>
<td>Access $200</td>
<td>4</td>
</tr>
</tbody>
</table>

Table 4: Summary of Lines of code Metrics for Class 2

<table>
<thead>
<tr>
<th>Number of Methods</th>
<th>Method</th>
<th>Lines of code</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Run client</td>
<td>44</td>
</tr>
<tr>
<td>2</td>
<td>Process connection</td>
<td>39</td>
</tr>
<tr>
<td>3</td>
<td>Send data</td>
<td>38</td>
</tr>
<tr>
<td>4</td>
<td>Connect to server</td>
<td>30</td>
</tr>
<tr>
<td>5</td>
<td>Close connection</td>
<td>29</td>
</tr>
<tr>
<td>6</td>
<td>Get stream</td>
<td>28</td>
</tr>
<tr>
<td>7</td>
<td>&lt;init&gt;</td>
<td>63</td>
</tr>
<tr>
<td>8</td>
<td>Display image</td>
<td>9</td>
</tr>
<tr>
<td>9</td>
<td>Set text field editable</td>
<td>9</td>
</tr>
<tr>
<td>10</td>
<td>Access $000</td>
<td>5</td>
</tr>
<tr>
<td>11</td>
<td>Access $100</td>
<td>4</td>
</tr>
<tr>
<td>12</td>
<td>Access $200</td>
<td>4</td>
</tr>
</tbody>
</table>
Table 5: Summary of Lines of Code Metrics for Class 3

<table>
<thead>
<tr>
<th>Number of Methods</th>
<th>Method</th>
<th>Lines of code</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Main</td>
<td>28</td>
</tr>
<tr>
<td>2</td>
<td>&lt;init&gt;</td>
<td>4</td>
</tr>
</tbody>
</table>

Table 6: Summary of Lines of Code Metrics for Class 4

<table>
<thead>
<tr>
<th>Number of Methods</th>
<th>Method</th>
<th>Lines of code</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Main</td>
<td>14</td>
</tr>
<tr>
<td>2</td>
<td>&lt;init&gt;</td>
<td>4</td>
</tr>
</tbody>
</table>

Cyclomatic Complexity:

The cyclomatic complexity of each class is calculated by counting the number of methods, and the complexity involved during its control flow. The results of cyclomatic complexity are shown in Figure 4, Figure 6 to Figure 9 and it is further discussed in discussions section.
Figure 5: Color Coding for Cyclomatic Complexity Metrics [37]

Figure 6: Cyclomatic Complexity for Class 1
Figure 7: Cyclomatic Complexity for Class 2

Figure 8: Cyclomatic Complexity for Class 3
Defect Metrics:
The java source code has been inspected and the total number of errors has been found. The result of defect metrics is further discussed in discussions section.

Number of errors detected during code inspection: 32

8. Discussion

The metrics may not directly define quality or can be related to quality. However, they can be used to improve the quality. They can be used to define the parameters that affect the quality and also the changes that can be made to improve the quality. The other main advantages of these metrics are that, they can be used to create the test cases for software testing. They also provide us with the information such as the number of lines in the code, the most complex part of code and also the number of methods contained in the code.

Each of the metrics provides us with specific information of the code. The lines of code metrics represent the size of program and also the number of methods involved in the program. The results of the Lines of Code Metrics are discussed below:

- Table 2 gives the summary of java source code. It consists of 4 classes and the metrics for lines of code for each is calculated. The number of methods involved in each class is also calculated. By summing the total number of lines for each code, the total size of the system can be found.

- Table 3 to table 6 gives the summary for Class 1, class 2, class 3 and class 4. The usage of this metrics will reduce the subjectivity by providing the total
number of lines in each class and the number methods present in it. It makes the software more clear and visible.

- The lines of code for each class can be cross checked by comparing it with summary of classes given in Table 3, Table 4, Table 5, and Table 6.

Cyclomatic complexity, apart from providing us with the complexity in each and every method involved in the code, also provides us with the flow of complexity i.e., structural complexity. It also indicates how complicated the flow is in a function and also indicates how many test cases are needed to perform the basis path testing on the function. The results of Cyclomatic Complexity Metrics are discussed below:

- Figure 4 shows the cyclomatic complexity for java source code. As discussed in lines of code metrics, it consists of 4 classes and flow complexity is shown in Figure 4. The vertical bars represent the classes, and it is from left to right. The horizontal bars represent the method involved in each class, and it is from top to bottom. The colors shaded in each method represent the cyclomatic complexity of that method.

- The meaning of the color and its level of complexity is shown in Figure 5. The method with red color will have the highest cyclomatic complexity, and its value will be greater than or equal to 7. Yellow color represents moderate cyclomatic complexity with its value ranging between 4 and 7. Green color is for low cyclomatic complexity and it will range between 0 and 4. As there has been no interfacing in the java source code, interfacing is not being discussed. But its color representation is shown Figure 5.

- Figure 6 shows the cyclomatic complexity for class 1. From Figure 6, it can be said that the first two methods divided by horizontal lines have the moderate complexity, and the ten methods below it have the low level of complexity.

- Figure 7 shows the cyclomatic complexity for class 2. From Figure 7, it can be said that the first method in this class has the highest complexity, followed by the second method with moderate complexity, and the remaining ten methods have the low complexity.

- Figure 8 shows the cyclomatic complexity for class 3. From Figure 8, it can be said that the two methods in it have the low level of complexity. The value of the complexity of particular method can be viewed at the bottom of Figure 6, Figure 7, Figure 8, and Figure 9. The value of complexity can also be found by placing the arrow over the particular method as shown in Figure 8.

- Figure 9 shows the cyclomatic complexity for the class 4. From Figure 9, it can be said that the two methods in it have the low level of complexity.
Defect metrics does not have particular procedure to measure the total number of defects in the system. The alternative method is to calculate some of the characteristics of the code. As the java source code has been provided after its development, only one characteristic of it has been calculated i.e., the total number of errors during code inspection. The java source code has been inspected and the total number of errors during inspection has been found.

**Conclusion**

In this thesis the software quality, software metrics and some of applications of software quality metrics has been studied, analyzed and reviewed. The java code has been evaluated using pre defined metrics and the value of different metrics was calculated. From the calculated values of metrics i.e., lines of code, number of errors, and cyclomatic complexity, it was clear that, these metrics can be successfully used to predict the quality level of the software developed.

Lines of code can be used for Maintenance of the program. By having a clear understanding of the number of lines in the code, it will be easy to maintain and also to evolve (Table 2 to Table 6).

Cyclomatic Complexity indicates the part of the code where the complexity is more. Thus more concentration should be given to that part as it is the most error prone part of the software (Figure 4, Figure 6 to Figure 9).

Defect Metrics gives the number of errors that is found during code inspection. So if more than one code inspection is performed, the number of errors found can be compared and it could be checked whether the number of faults decreases with each test.

Lines of code can be used to determine the level of quality by calculating the ratio between the number of errors and number of lines in the code. The lesser the ratio the higher will be the quality.

It is safe to say that the main goals of this thesis were successfully achieved. This thesis could be further expanded by using a code with a higher level of complexity and by using various other metrics and software’s. However, the usage of metrics will not eliminate the need for human judgment during the evaluation of software. The usage of software metrics is within an organization and it usage is expected to have a beneficial effect on software organizations by make software quality more visible.
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